**Generic Constraints in C#**

Constraints in C# are nothing but validations that we can put on the generic type parameter. That means constraints are used to restrict the types that can be substituted for type parameters. It will give you a compile-time error if you try to substitute a generic type using a type that is not allowed by the specified constraints. It is also possible to specify one or more constraints on the generic type using the where clause after the generic type name. If this is not clear at the moment, don’t worry we will try to understand this with examples.

**Why do we need Generic Constraints in C#?**

Let us first understand why we need constraints and then we will see the different types of generic constraints in C# with examples. As we already discussed generics are used to define a class or structure or method with placeholders (type parameters) to indicate that they can use any of the types. For a better understanding, please have a look at the below example. The following example shows a generic class with type parameter (T) as a placeholder with angle (<>) brackets.

**using** *System;*

**namespace** *GenericsConstraintsDemo*

**{**

**public** **class** GenericClass**<**T**>**

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**}**

As you can see in the above code, here we have created a class i.e. GenericClass with one variable i.e. Message and one method i.e. GenericMethod using type parameter T and we have defined this type parameter with the class name using the angle (<>) brackets. Here, the GenericClass doesn’t know anything about the defined placeholder i.e. T, and hence it will accept any type of value i.e. it can accept a string, int, struct, boolean, class, etc., based on our requirements. This is the reason why we are using generics in C#.

But, if you want to restrict a generic class to accept only a particular type of placeholder, then we need to use the Generic Constraints. So, by using Generic Constraints in C#, we can specify what type of placeholder the generic class can accept. If we try to instantiate a generic class with the placeholder type, that is not allowed by a constraint, then the compiler will throw a compile-time error. For example, if we specify the generic type to accept on class type, then later if we try to send int, bool, or any value type, then we will get a compile-time error. Now, I hope you understand why we need Generic Constraints in C#.

**Syntax: GenericTypeName<T> where T : contraint1, constraint2**

**Types of Generic Constraints in C#:**

Constraints are validations that we can put on the generic type parameters. At the instantiation time of the generic class, if we provide an invalid type, then the compile will give an error. In C#, the generic constraints are specified by using the where keyword. The following are the list of different type of generic constraints available in c#.

1. **where T: struct** => The type argument must be non-nullable value types such as primitive data types int, double, char, bool, float, etc. The struct constraint can’t be combined with the unmanaged constraint.
2. **where T: class** => The type argument must be a reference type. This constraint can be applied to any class (non-nullable), interface, delegate, or array type in C#.
3. **where T: new()** => The type argument must be a reference type that has a public parameterless (default) constructor.
4. **where T: <base class name>** => The type of argument must be or derive from the specified base class.
5. **where T: <interface name>** => The type argument must be or implement the specified interface. Also, multiple interface constraints can be specified.
6. **where T: U** => The type argument supplied for must be or derive from the argument supplied for U. In a nullable context, if U is a non-nullable reference type, T must be a non-nullable reference type. If U is a nullable reference type, T may be either nullable or non-nullable.

Now, let us proceed further and understand the use of each constraint in generics with examples.

**where T: class Generic Constraint in C#**

The type argument must be a reference type. We know a class is a reference type in C#. So “**where T: class**” is a reference type constraint. That means this constraint can be applied to any class (non-nullable), interface, delegate, or array type in C#. For a better understanding, please have a look at the below example.

**using** *System;*

**namespace** *GenericsConstraintsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : **class**

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**}**

If you observe the above code, here, we defined the GenericClass with the “**where T: class**” constraint. That means, now the GenericClass will only accept reference-type arguments. Let’s create an instance of the Generic class by passing reference-type arguments as follows. In C#, the string is a reference type.  
**GenericClass<string> stringClass = new GenericClass<string>();**

The following statement will give you a compile-time error as int is a value type, not a reference type.  
**GenericClass<int> intClass = new GenericClass<int>();**

**Example to understand where T: class Generic Constraint in C#**

When we created an instance of GenericClass using reference type arguments such as string and class, it works fine. But, when we try to create an instance with built-in types like int, bool, etc., we will get a compile-time error.

**using** *System;*

**namespace** *GenericsConstraintsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : **class**

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**public** **class** Employee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**public** **string** Location **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**static** **void** Main**()**

**{**

// Instantiate Generic Class with Constraint

GenericClass**<string>** stringClass = new GenericClass**<string>()**;

stringClass.Message = "Welcome to DotNetTutorials";

stringClass.GenericMethod**(**"Anurag Mohanty", "Bhubaneswar"**)**;

GenericClass**<**Employee**>** EmployeeClass = new GenericClass**<**Employee**>()**;

Employee emp1 = new Employee**()** **{** Name = "Anurag", Location = "Bhubaneswar" **}**;

Employee emp2 = new Employee**()** **{** Name = "Mohanty", Location = "Cuttack" **}**;

Employee emp3 = new Employee**()** **{** Name = "Sambit", Location = "Delhi" **}**;

EmployeeClass.Message = emp1;

EmployeeClass.GenericMethod**(**emp2, emp3**)**;

// The following statement will giveCompile Time Error as int is a value type, not reference type

//GenericClass<int> intClass = new GenericClass<int>();

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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**where T: struct Generic Constraint in C#**

If you want the type argument to accept only the value type then you need to use where T: struct constraints in C#. In this case, the type argument must be non-nullable value types such as int, double, char, bool, float, etc. The struct constraint can’t be combined with the unmanaged constraint. Let us see an example to understand where T: struct constraint. For a better understanding, please have a look at the below example.

**using** *System;*

**namespace** *GenericsConstraintsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : struct

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**}**

If you observe the above code, here, we defined the GenericClass with the “**where T: stru**ct” generic constraint. That means, now the GenericClass will only accept value-type arguments. Let us create an instance of GenericClass by passing value-type arguments as follows.  
**GenericClass<int> intClass = new GenericClass<int>();**

The following statement will give you a compile-time error as the string is a reference type, not a value type.  
**GenericClass<string> stringClass = new GenericClass<string>();**

**Example to understand where T: struct Generics Constraint in C#**

When we created an instance of GenericClass using value-type arguments such as int, it works fine. But, when we try to create an instance with reference types such as String, Employee, etc., we will get a compile-time error.

**using** *System;*

**namespace** *GenericsConstraintsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : struct

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**public** **class** Employee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**public** **string** Location **{** **get**; **set**; **}**

**}**

**public** **class** Program

**{**

**static** **void** Main**()**

**{**

// Instantiate Generic Class with Constraint

GenericClass**<int>** intClass = new GenericClass**<int>()**;

intClass.Message = 30;

intClass.GenericMethod**(**10, 20**)**;

//Compile Time Error as string is not a value type, it is a reference type

//GenericClass<string> stringClass = new GenericClass<string>();

//Compile Time Error as Employee is not a value type, it is a reference type

//GenericClass<Employee> EmployeeClass = new GenericClass<Employee>();

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Example to understand where T: struct Constraint in C# Generics](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG8AAABACAMAAAAj4dmxAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAABvUExURQwMDLF2NDR2sbHMzJNXDXaxzA0NNMzMzMyTVw1Xkw00dleTzHY0DczMsZPMzA0NV1cNDczMk8yxdjQNDbHMsbF2VzQ0djQNV5N2dnZ2k1c0dpPMsTRXk7Gxk1eTsZOTk3Y0NLGxdjQNNHaTzJPMk8XL9SoAAAKRSURBVFjD7VgLc9sgDDbYDmDy6NLX1j26dfv/v3ECgSBYpMmVy+1u6NqGk2S+IAnpc4ehS5crZBmP98Ng1dRsR6OU2m3jSqzwwHbYN8RzIh2ggU2XsQA0x9/TYB7ntniH/TRsZg0r68J3gvdNDz9+zgKPr2McPt3lCxlNVikMEjmDTTBZmvwvAGNoM7znPy+/3gDPwM6HvUZnegqdhHsS/kjwcWFKzjyeO5UBpGX8PJ5GTh7v5avYzO5nCBvGr2ROvpvVGCLnmJz5gvHp222Xh+2yxgMtbAY1ozB8mznUFy0wjDqdLznXqh7itfviT7jCwy/vUhylRLRuY6sxj2rCejgrENBldE+ZIn+Eh+WUEHVaYKJ8PKfCfAYPfWRRn1bHD5nfQV8dcbGZ4SGrdAaTOXP1gjWlplU4CQ92lDFJoeTTYhnhU2q8BXgPovMaz1JiDQb/I81P5NfkBs1WxGZ1G/HxvB1cly43FujINDkvYgp132jiaMtpY15GfemFf6x1ajKxtKUYBBe2jMPXbW0ykImnLQWen1KRpADF2GOjDRrgOOr45MdZGhHrsYAmnraU53NzO5IU48ByjQG0h+8vvk2/i8fTljJ/IhtPfng5khE1oAAPnOlnJi3hMbSlqM8pJymGaEnQuC3G6WI8jrasiUMiKYQXNVfh8bRljUckhfBIcxUeT1s4YhRICuGRhsWr1QtPW5h4JpIS4xk1CQ/pvI8VR1sC0f0obenSpct/yV9svXeQqSF/ofF4xtSQv7z3butMjfkL4XGvtc7UmL/QqzaH553b8hdQ1GPvTI35C+hEvXhFc/4i63Ay/G+hJX8x9asaTE35SwZXHpRMDfkLJjveFbGuA4UXvvOXLl3+RfkL+DItJeSki8YAAAAASUVORK5CYII=)

**where T: new() Generic Constraint in C#**

Here, the type argument must be a reference type that has a public parameterless (default) constructor. That means with the help of the new() constraint, we can only specify types which has a parameterless constructor. For a better understanding, please have a look at the below example.

**using** *System;*

**namespace** *GenericsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : new**()**

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**}**

As you can see in the above code, we have used **where T: new()** constraint which allows the type which has a parameterless default constructor. Now, let us create two more classes with one class having a parameterless default constructor and another class having parameterized constructor as follows.

**namespace** *GenericsDemo*

**{**

**public** **class** Employee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**public** **string** Location **{** **get**; **set**; **}**

**}**

**public** **class** Customer

**{**

**public** **string** Name **{** **get**; **set**; **}**

**public** **string** Location **{** **get**; **set**; **}**

**public** Customer**(string** customerName, **string** customerLocation**)**

**{**

Name = customerName;

Location = customerLocation;

**}**

**}**

**}**

As you can see in the above code, we have not defined any constructor explicitly in the Employee class, so the compiler will provide a parameter-less default constructor. On the other hand, in the Customer class, we have defined one parameterized constructor explicitly. Now, Let us create an instance of GenericClass bypassing Employee type arguments as follows.  
**GenericClass<Employee> employee = new GenericClass<Employee>();**

The following statement will give you a compile-time error as the Customer class has a Parameterized constructor or you can say the Customer class does not have a default parameterless constructor.  
**GenericClass<Customer> customer = new GenericClass<Customer>();**

**Example to understand where T: new() Generic Constraint in C#**

When we created an instance of GenericClass using the Employee type argument, it works fine. But, when we try to create an instance with Customer type, we will get a compile-time error.

**using** *System;*

**namespace** *GenericsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : new**()**

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**public** **class** Employee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**public** **string** Location **{** **get**; **set**; **}**

**}**

**public** **class** Customer

**{**

**public** **string** Name **{** **get**; **set**; **}**

**public** **string** Location **{** **get**; **set**; **}**

**public** Customer**(string** customerName, **string** customerLocation**)**

**{**

Name = customerName;

Location = customerLocation;

**}**

**}**

**class** Program

**{**

**static** **void** Main**()**

**{**

//No Error, as Emplyoee class has parameterless constructor

GenericClass**<**Employee**>** employee = new GenericClass**<**Employee**>()**;

Employee emp1 = new Employee**()** **{** Name = "Anurag", Location = "Bhubaneswar" **}**;

Employee emp2 = new Employee**()** **{** Name = "Mohanty", Location = "Cuttack" **}**;

Employee emp3 = new Employee**()** **{** Name = "Sambit", Location = "Delhi" **}**;

employee.Message = emp1;

employee.GenericMethod**(**emp2, emp3**)**;

//CompileTime Error, as Customer class has Parameterized constructor

//GenericClass<Customer> customer = new GenericClass<Customer>();

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Example to understand where T : new() Constraint in C# Generics](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASAAAABCCAMAAADAFvtXAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAByUExURQwMDFcNDczMkzR2sZNXDQ0NNHaxzMzMzMyTVw1Xk7HMzJPMzA00dg0NV3Y0DczMsbF2NFeTzMyxdjQNDbHMsTQ0dnZ2VzRXk1c0djQNV7Gxk5PMk1eTk1cNV7F2V5PMsVeTsZOTk3Y0NLGxdjQNNHaTzFd00RYAAAQGSURBVHja7VqLdtsgDHWCE5ukSU3add26de///8VJCISMjZc06WnqSWdbCZWQdEGC3LOqUlFRUfmfxTTt6zqwTXOOi5vN4a6qXFNfLqLVGkKqjweoKwQGq9zuT0ChaTCV0YDOAgiC2G0vCBBB/mVx9jJ1Gb0hQMvF1I6dAZA9/Kkr+7yuL3d+Cvv4EoAqs1y8OUAf2+r7z3UnihUH3iEPTPyV80dZKue7TInJ6l+tOxOOf7Syh09bX4aiQbhQUcEpreP/DUoQanP4sMGATN5XIkCsI5wyQMHKeDdy5alGBaE+Pf76DQChj922FSnywAIEu21HG2p9YlF5AJDlvhF1oCe1ZM5WFtGh0xGi320hmdVDchoBSoFZSP3+8+OGLIP3HKCoA04Pd2Ht8CNa+VAqB/5SPIMFU4883JkfHeC9wkNECMQUba9HupY8oWJSHi4IkwYPA+tQ0XlzdoEg39zv+9H3nBJAkAxbgRHgtdvW8CePjpo0ghh0yKncg2SF2OAnEWExHQQIA3UtNOqGDjeAT755QJXVpuSS8nBBqpPbPetQfK4VVqJlBIBcm+7AVAKVzzZYwZowCZlZoZCfoKhDy5KmHKMV/qUzE1aeSAcBovgI4H6QceDQFFPAKsbNl8qDC7eOANUSAg9QPeyp9FvZR8kp5Q+rsdXFAMLPrhNZTKSTAOq3ev6EA6pOXyP1P+8FUrZYYm0GULIaOUFy+3CO8nfcSETyATtpUQBIlpiwssuvT4ssyZKEow0/jHwLUSMLA1/PrpEZCuX8rWL9JQfbFXUYoGQ1BOhmg+3tITn1+Tjc9WjFyXs0Q4Qu3EKjAGGL7+8BWUFJtb0sTPkdGAECCExsNOEmTwN81XamTb2wYuWRx5x/A/sWSToJILZigPyEL2PsAwQHOeVV2CoB5HtiyD1d06guAArdQLhgq9AoRRYpnTMfb11e/Ncq049Dc5nHbAEgc/Q3pGsFyL5aBrY55RvklQLk3kcGKioqKipKRV+GQD5hpXJi86Ki+6v4L0LHvRSfS15nRkVnqxz5ON5925e8zo2Kzlax8WtijzCOM4IMTl5nTkXnJwhZvkg8M2EcZxIZXAZoblR03oM6wX4IwphmmOidOLdzo6KzW6yWxHMqbDcgYsoAzYyKHulkTDxzGnHmGIDmRkUPAWLimb3yzDEAzY2KHmPnA/HMXnlmFKCZU9EjJZaI55hGnBEhMr+rVPT7lLehoucCkFWqValoFRUVFRXlpF/OSbsy76yctKSLlJM+1a9y0oGTTlygctKjnDT/7zzlpMc56UDWKCdd4qRhrlNOeoKTLl0wyklTxLbU05ST9gAJfJSTHuGkqWHFJ4By0spJKyetACknraKioqKiolKQv7YQhZdiuBV4AAAAAElFTkSuQmCC)

**where T: BaseClass Generic Constraint in C#**

Here, the type of argument must be derived from the specified base class. That means in the <base class> constraint, we can only specify types that are inherited from <base class>. The following example shows the base class constraint that restricts the type argument to be a derived class of the specified class. For a better understanding, please have a look at the below example.

**using** *System;*

**namespace** *GenericsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : BaseEmployee

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**}**

As you can see in the above code, here we have uses **where T: BaseEmployee** constraint which allows the type which is the derived class, abstract class, and interface of the BaseEmployee type. Now, let us create three more classes as follows.

**namespace** *GenericsDemo*

**{**

**public** **class** BaseEmployee

**{**

**}**

**public** **class** Employee : BaseEmployee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**public** **class** Customer

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**}**

As you can see in the above code, the Employee class is inherited from the BaseEmployee class i.e. Employee is the derived class of the BaseEmployee class. On the other hand, Customer is not derived from the BaseEmployee class. Now, Let’s create an instance of GenericClass bypassing Employee type arguments as follows. It works fine because Employee is derived from the BaseEmployee class.  
**GenericClass<Employee> employee = new GenericClass<Employee>();**

The following statement will give you a compile-time error as the Customer class is not derived from the BaseEmployee type.  
**GenericClass<Customer> customer = new GenericClass<Customer>();**

**Example to understand where T: BaseClass Constraint in C# Generics**

When we created an instance of GenericClass using the Employee type argument, it works fine because Employee is the derived class of the BaseEmployee class. But, when we try to create an instance with Customer type, we will get a compile-time error because Customer is not a derived class of the BaseEmployee class.

**using** *System;*

**namespace** *GenericsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : BaseEmployee

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**public** **class** BaseEmployee

**{**

**}**

**public** **class** Employee : BaseEmployee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**public** **class** Customer

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**static** **void** Main**()**

**{**

//No Error, as Emplyoee is a derived class of BaseEmployee class

GenericClass**<**Employee**>** employee = new GenericClass**<**Employee**>()**;

Employee emp1 = new Employee**()** **{** Name = "Anurag" **}**;

Employee emp2 = new Employee**()** **{** Name = "Mohanty" **}**;

Employee emp3 = new Employee**()** **{** Name = "Sambit" **}**;

employee.Message = emp1;

employee.GenericMethod**(**emp2, emp3**)**;

//CompileTime Error, as Customer is not a derived class of BaseEmployee class

//GenericClass<Customer> customer = new GenericClass<Customer>();

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Example to understand where T: BaseClass Constraint in C# Generics](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARYAAABCCAMAAACl+wkoAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAACfUExURQwMDHaxzFcNDczMkw1Xkw0NNJNXDczMzP///8yTVzR2sbHMzJPMzA00dg0NV3Y0DczMsbF2NFeTzMyxdjQNDWxsbMvLy7HMsTQ0dnZ2VyYmJjRXk1c0djQNV7Gxk5PMk2dnZ8DAwFeTk1cNVyAgIDU1NZqamrF2V6+vr2FhYZPMsWBgYEBAQEhISHNzc1eTsXaTzJOTk3Y0NLGxdjQNNF9Kmi4AAARpSURBVHja7ZoJd9sgDMedlNgzuWrSpGvXrt3Z3ff3/2xDCITwkdpJ9pYSeD0cihD6Gcn4/5pt1s9Sa7Rss85Sa7aEJWFJWJ4+FlmU/9aBKIqhLjbr+XR1kWWqyA+3jslILyTvj6Vq7Z9P9SznywGxFwWE0rqgHbBo14vZAbEg6NfjvafJu5k1sZyNt92nwVjE6keeiYdRfri90nHPdsGSybPxf8Lyosy+/xpVLAnhwrihC+n+pMxm5YPrdxTD4Vk9GVXSbnBnJVa3M5NoLPGVzRnrFOcxP+0gvdRi9XwKC5L1euGw0BjmlLBYK2nc8JnrBQiw3N7d/P6jscDMi1nJAqMLoQNfzCq8ecKE4wY3sAiqB26MrjUlmpOVACa4E+yaFzMdwuTKO3VY/MKEDvjy5c0ULa33OhY3RjtdXdi57S9nZZaSKe3PryeccLOWqwv5s9JsJ7BhMG4XmAgqnipxfhjoBzdLqO6UcONpDKaVMScXgHZ+uQzXHDhFLDoEstJGmtJiluuv+uqw5AI6OwadcvLeCojAJ7bCMByDBZanSl12C9y+GjR6pAvMndKH5Ac3sWAmnC9pDK5KlcyKlQKLRZX+OeY3eWZitFZ6Tt2p4xFsQH23uDE4LY7k12AF37g/7Mz1cAwWXBXCDJfmLhQYwMIhO+FG88GNR2XusOQ8cIMlb1ZI/CuviugUo9azkdXBsMBnVbEo6uEwLGG5pk9wgVlnsiB/tLbjYAFJVNaweKuW3cJ3HvRh1IoKBAvZEuMWHVh4EjErcfbmblwLMsRiN6/+JfnZBcuSvTB5qgoeFxtcP1sI86DSt8aNISzeqollPoWydeWdmigU3GFnRSEbhnaFyj5JWrFAwQ7Jo5VOmjKIQobnNo9FBy5dAbHPYH8BJ85Klr6yZTS45chlzqem4OEYj4WsCIvpMIkK+Y0Q0CnNQlYei6l1NmL/gIXhDIvNd+aCrGwBZFH4cHZ4J0L6QVIfa9t+hJPbj5w7YZG931SOFYt4JIKhb9CiGPL+dqRY1KMRJL2ltX1OWNrauy+JQUt7f50YtNWWhOW4sByjhMuSCE+D5QHCefoSri+5X+27Q88J5tOHLl8RSLjUvq3tm2a/+7P4tOzyFYOEy45zTIuQdaHV9TAR1fuKUMJtYDGqmxNsSWh1PV5E7cYSg4Rbx2J1Cfv6z4RW7CGBdMvOjEHCDbA4XYIEW5+wqiF0dGOJQMJtJBHJhopjcT19sMQg4bZhIcGWfFFPHywxSLhtWEiwJV/U04olQgm3NYm8YOsW73rYwkgXjVHCjVeG2kvCPVEsou+71ilhUf3fQJOWm7AkLAlLwnICWI5ay3Vv0L3tVbdeG5GWS3pLzwlIjolby90M03K3eDtxLdfrahFruW+vh2q59P9jScvlWq4VQ5KWG8pQuq+KXst1SdRfy+16SJy2liu6jjgnreUyKjFruTyJemi5WIjcwztpuUnLTVpu0nKT3pJkqL3bh4+JQUt7dZ8YJCwJyz7tL9mooLRRKDK8AAAAAElFTkSuQmCC)

**where T: Interface Generic Constraint in C#**

Here, the type argument must be or implement the specified interface. Also, multiple interface constraints can be specified. That means in the <interface> constraint, we can only specify types that implement the <interface>. For a better understanding, please have a look at the below example.

**using** *System;*

**namespace** *GenericsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : IEmployee

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**}**

As you can see in the above code, here we have uses **where T: IEmployee** constraint which allows the type that should implement the IEmployee interface. Now, let us create one interface and two more classes as follows.

**namespace** *GenericsDemo*

**{**

**public** **interface** IEmployee

**{**

**}**

**public** **class** Employee : IEmployee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**public** **class** Customer

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**}**

As you can see in the above code, the Employee class is implemented IEmployee interface. On the other hand, the Customer is not implementing the IEmployee interface. Now, let us create an instance of GenericClass bypassing Employee type arguments as follows. It works fine because the Employee class implements the IEmployee interface.  
**GenericClass<Employee> employee = new GenericClass<Employee>();**

The following statement will give you a compile-time error as the Customer class does not implement the IEmployee interface.  
**GenericClass<Customer> customer = new GenericClass<Customer>();**

**Example to understand where T: Interface Constraint in C# Generics**

When we created an instance of GenericClass using the Employee type argument, it works fine because the Employee class implements the IEmployee interface. But, when we try to create an instance with Customer type, we will get a compile-time error because the Customer class does not implement the IEmployee interface.

**using** *System;*

**namespace** *GenericsDemo*

**{**

**public** **class** GenericClass**<**T**>** **where** T : IEmployee

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, T Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**public** **interface** IEmployee

**{**

**}**

**public** **class** Employee : IEmployee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**public** **class** Customer

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**static** **void** Main**()**

**{**

//No Error, as Emplyoee class Implement the IEmployee Interface

GenericClass**<**Employee**>** employee = new GenericClass**<**Employee**>()**;

Employee emp1 = new Employee**()** **{** Name = "Anurag" **}**;

Employee emp2 = new Employee**()** **{** Name = "Mohanty" **}**;

Employee emp3 = new Employee**()** **{** Name = "Sambit" **}**;

employee.Message = emp1;

employee.GenericMethod**(**emp2, emp3**)**;

//CompileTime Error, as Customer is not Implement the IEmployee Interface

//GenericClass<Customer> customer = new GenericClass<Customer>();

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Example to understand where T: Interface Constraint in C# Generics](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASoAAABBCAMAAABRoBkwAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAB+UExURQwMDFcNDczMkzR2sQ0NNHaxzJNXDczMzMyTVw1Xk7HMzJPMzA00dg0NV3Y0DczMsbF2NFeTzMyxdjk+TU5ZgDQNDbHMsTQ0dqqyyF9ia3Z2VzRXk1c0djQNV7Gxk5PMk1eTk1cNV7F2V5PMsXaTzFeTsZOTk3Y0NLGxdjQNNAFDbHUAAARRSURBVHja7ZqLVtswDIZT3CZ2LxB3gwGDsbH7+7/gLMuWlThJ05KdU1LlbBCMZFlfLMX9t+L+oZBr3CWo3hMqVen/G8BU1RQh7h+26/1tUdiqnG5ty5VbXDkeVd05vl27WW6uj+BRVZBK54ImQuWWs9tMiArhf128eZqyn2OO6mox9OwmQWX2P8rCvK7K6fZUz7M9BVWhrhZnhOqzLn7+XtWsqOHGh6YbFX9l/Ubnxu0njynyLrFc1SoUR/Qy++eNL1LWSGyotxAU5/Ffg5FbarX/tIYFqXb/iajIhgUlVMFL+TB85jENDVA9vzz9+etQQbTdRrNk6cY4GLtNjQ/Z+BSjcYbKUH+JNq53aXQnLwOccMeEPHYbl9byMQWNqNLCjINw9+VpjZ4hehtVtHFB97dh7vAtevmlFNbFS+vJJuxApfa36lftnsESNhayiMmaRle1GmOCYTLO27QbVLBByAZL0rtTCMC9vbtu5tEIiqhcWuTlnBy53aZ0f9qrw7YOOIMNBuVPI3kBJfiJrbA+WOwfPzhUsGSrXWuvcOu7B4KroBusO53STMY5Kqyim2uywZVazbxYawmorE7vz1Qghc87eLk53aDL0TCD9q6KNjgtWvJ78IK/uI/CzAPpNFHhShF6c7nxxsIkkAxUO2wIbpy9tsuIquQwPKoy78L4W955MSiScLOR12So4GdbsywG0ulC1XxN0E9wg1XsK6g8+E5BYwMFqFuoklfHruKPFMaQhKWGwzAEityjBxUvQOZlrr69LFpJHkYVNr77pvjZCltfuPF1byueKzNun32Mf0G6RxhtCFXyylFt19AGH1NQn5mFnRC9CIPnGlZowxusExW8FJpPA71cwelGFurwuTKhcjBUbEjhPJBu4ORcK526Z0HGHcdEf872TRVtEiryIlR+wBc59AsEg0FpFvJKqHzvDBTSyx7MGarQK1gI8goNlWWR0ulHdeSxsG43iXO9hmtKHX9MPgmVGv3J7FxRmRMyOBIV7vP3QGoIlT0pg2NRXfAlqASVoBJUgmpYJ34fkjpDhadaPUGK85TUG6h0+AA27gz62hd/ppJ6G9XYA/ju+3Vf/LlK6hkqEz+oNoTvOMJE7RT/QiT1fFeBMhkFdBK+40gStftRzVVSz3tVTNvqggvfOEKC9cCunquknr0By1AKTTEpjjChqB/VTCX1rABJsrUcVRwZg2quknoXKhLQKT6NjEE1V0m9CxUJ6BSfRjpRXYik3lmASUCPCcURtljSqS9FUp/vx+XJJfULRWXeInVfEir7tn8UEL1KUAkqQSWoBNUk1/y1dduvn4u23iQV5ayuHEVbH7cC0dYzbT3pl6KtH9DW6f8+irZ+SFsPYlLepkVbb2vrbqyz5Yq2ngnGfS8n0dbbqExfFxRtvaWtM1KirQ9q69jY4kGi7jhni7Y+D8FYtPXRqERbH4lKtHWR9gSVoBJUcgkqQSWozuH6B6iGkarLCoF6AAAAAElFTkSuQmCC)

**where T: U Generic Constraint in C#**

Here, the type argument supplied must be or derive from the argument supplied for U. In a nullable context, if U is a non-nullable reference type, T must be a non-nullable reference type. If U is a nullable reference type, T may be either nullable or non-nullable. So, in this constraint, there are two Type Arguments i.e. T and U. U can be an interface, abstract class, or simple class. T must inherit or implements the U class. For a better understanding, please have a look at the below code.

**using** *System;*

**namespace** *GenericsDemo*

**{**

**public** **class** GenericClass**<**T, U**>** **where** T : U

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, U Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**}**

As you can see in the above code, here we have used **where T: U** constraint which allows the type (T) that must inherit or implements the U class. Now, let us create one interface and two more classes as follows.

**namespace** *GenericsDemo*

**{**

**public** **interface** IEmployee

**{**

**}**

**public** **class** Employee : IEmployee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**public** **class** Customer

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**}**

As you can see in the above code, the Employee class implements the IEmployee interface. On the other hand, the Customer class is not implementing the IEmployee interface. Now, Let’s create an instance of Genericclass bypassing Employee and IEmployee as type arguments for T and U as follows. It works fine because the Employee class implements the IEmployee interface.  
**GenericClass<Employee, IEmployee> employeeGenericClass = new GenericClass<Employee, IEmployee>();**

The following statement will give you a compile-time error as the Customer class does not implement the IEmployee interface i.e. T does not implement U.  
**GenericClass<Customer, IEmployee> customerGenericClass = new GenericClass<Customer, IEmployee>();**

**Example to understand where T: U constraint in C# generics**

When we created an instance of GenericClass using Employee and IEmployee type argument, it works fine because the Employee class implements the IEmployee interface. But, when we try to create an instance with Customer type, we will get a compile-time error because the Customer class does not implement the IEmployee interface.

**using** *System;*

**namespace** *GenericsDemo*

**{**

**public** **class** GenericClass**<**T, U**>** **where** T : U

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, U Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**public** **interface** IEmployee

**{**

**}**

**public** **class** Employee : IEmployee

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**public** **class** Customer

**{**

**public** **string** Name **{** **get**; **set**; **}**

**}**

**class** Program

**{**

**static** **void** Main**()**

**{**

//No Error, as Emplyoee class Implement the IEmployee Interface i.e. T Implements U

GenericClass**<**Employee, IEmployee**>** employeeGenericClass = new GenericClass**<**Employee, IEmployee**>()**;

//CompileTime Error, as Customer is not Implement the IEmployee Interface i.e. T does not Implements U

// GenericClass<Customer, IEmployee> customerGenericClass = new GenericClass<Customer, IEmployee>();

Console.ReadKey**()**;

**}**

**}**

**}**

**Multiple Generic Constraints in C#:**

In C# generics, it is also possible to apply multiple constraints on generic classes based on our requirements. Let us understand this with an example. In the below example, we are creating the generic class with two constraints. The first constraint specifies that the T parameter must be a reference type whereas the second constraint specifies that the X parameter must be a value type.

**using** *System;*

**namespace** *GenericsDemo*

**{**

**public** **class** GenericClass**<**T, X**>** **where** T: **class** **where** X: struct

**{**

**public** T Message;

**public** **void** GenericMethod**(**T Param1, X Param2**)**

**{**

Console.WriteLine**(**$"Message: {Message}"**)**;

Console.WriteLine**(**$"Param1: {Param1}"**)**;

Console.WriteLine**(**$"Param2: {Param2}"**)**;

**}**

**}**

**class** Program

**{**

**static** **void** Main**()**

**{**

GenericClass**<string**, **int>** multipleGenericConstraints = new GenericClass**<string**, **int>()**;

multipleGenericConstraints.Message = "Good Morning";

multipleGenericConstraints.GenericMethod**(**"Anurag", 100**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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